![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZIAAAClCAYAAAB2intbAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAqB0lEQVR4Xu2diX8UVfb233/lN+O+jjPuM64gICIgqIgbCoioI8K4K26IGyg6KCqQfd/3nUBCWAMEQiAJSSBkIYEAIXtCAs5573O7q+l0qtOVrgSY4fl+Poc03dW3bt3uPk+du5z7/4QQQgixAYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYTY5j//gal/LhNQF9j5P/64YOf/kD/U38upnv8rUEgIIZaBEz6nHHJ374A0neiSmrozcqDqlBSXHpdte47px0fq2+Rka4/0D5xXxzvfeBHQdTt3Xrp6euT4yZNSW98g5dU1su9guewrr5TyqhqpOVonDc3H5Ux7h/T1naWwjBIUEkKIT/744z/S3nlWC0VidpUs/2W7vPROlkyZlyj3Px0lt08Nk789HqofT1+QJK8tzZO1UaWyp+y4tJzuUQ5+7Bw2xKC3r0+aT7TI/opDsnHbDknKzpO4jGyJScuU6NQMbXiM5xKyciQ9f5Ns3VUiB5W4nGxtlYGBAWdpxB8oJIQQr8D3Q0C2lzTJ0h+2yIPPRMtNE4Pkz/evk/+7b+2wdt24ALlzWri8+lGuJOVU6whmYGD0BAXl9J09K40qwti6e48kZuUqsciQqJR0S2aIS2pevpQcOCinz7Tp7i8ycigkhBBTEIUcrm+TT1dtkbunh1sSD29288RgeX5xhsRnVcnxk906QrFDv4ogmltapKh4txYQiIKZWFg1Q1CONjTKufPnnWchVqGQEEKGcP78f6Ss8pQ8vyRDrnrAfwHxNEQz8z/IkaJdjdLRhTGKkUUn6Mbq6OqSfQcrRkVAPC0+M0eqjtTq8xDrUEgIIYNAz9PhujaZOj9J/nS/uSDYsT8rYcKYytdrdkhV7Rk5228tAkAUcrTxmGQVbNYRhJkQjIZhHKXpRIvzrMQKFBJCyCB6+87JB99tttWVZcWueThApsxNVMJwRI/DeItOEB10dnfLnrKDkqAiBjPnP9qWXVgk/f39zhoQX1BICCEu/lDhyObiRrn10WBT5z/a9iclVn+dEipf/bJDRRsdMjAwODoZOHdOmltOSo5y7GMZhXgausyO1Dc4a0F8QSEhhLjAIPhXa3aYOv2xtGtVdDLj1WQp3Nkg3T0DevZUT2+vlFVW6bEQM2c/1rZ9z15nqxBfUEgIIS76zp6TWf9MNXX2Y20Yj8HYyeqQ3SoaOC4btmyT2IsYhXgaZnERa1BICCEarMtobe+RyS9HmTr6sbY/P7BWbnk0QOa/HyPBcY7uJTMHf7EM5yfWoJAQQjSYrdXa1iOLlyVqp27m7D0NYxxXP7RebngkUK4fH6C7qDBdGM+bHe/Nrnl4ndz/dLB8uTpBQhPSTB27VYMAxKZnSUJWriRn50lK7gZl+ZKYnSvxGdn6NasiRaxBISGEaCAkbSoi+TUsU257LMDU4aP7CaJxx7QwefCZGJ0i5V/LN+l0KD8G7tGr31/7OE8mvBAnd00PlxsnBA27DgWCdfPE9fLCkkj5LTxFIpPNHbovgzBAJNI2bJT8LdulovqwEsV26ejsks7uHp1/q62jQ+oaj0nJgXLZULRNC0xcRpZpeYYRa1BICCEaCEl7R49yrrlKDKLlmocuCADEADO5Js2Jlx+D9khFTaucau3Va0DwPnSLOf46rLO7X2qOnpGo1AqZ9kqynpmF6b7ukQrKv3dGkHz+Y4KExPsXhWAmFwbjMaurvqlZD9Bj5pmvNCyYUtytxAVJHLM2bdYiZFY+sQaFhBCige+FkCRk5mrHPuPVMLlaOXtEFU++niJ5W+qko6vf63oPM+DQu3r6pbSiRRaqSAW5t9AFdpOKQp59K0LWhKVIhB9RiI5AMnN0gsaTp/1Puoj6ne3vl9qGRj247jnFmFiDQkII0bgLCZzouqgUmb0oSn6L2KsFxNddvi/O9p+TfeXHZdHn6fLdb0l+jYWg6wsiFxKfJQeq6qS3z369AMro6OyWtPytEpZ4oV7EGhQSQojGU0hg0amZsqesXGfZxeZQ/jhtdCMNDJyTM+3tOsliXIZ/q9MjktKUuKXK3Hej5M7pwfL0G6lSXNqsu9HsJIHEJWE1f3n1KZmxMEne/jJWwp1iQqxBISGEaMyEBIZuJIwjVFTX6DGIc+fOOUTF+T5PIDYYp8Cq9P5+ZOk9KYU7iv1eWIgoJFRFId/+migPzw6Wqx90jLMgZ9dfJgfL/Pdz9EJGpFnBmM15i11v2KCrpw/165LVISVy78xIPYZz3bh18umqeH1uYg0KCSEmwMnAMcHQrYP//7eAMQw4VKPuWCluZVzDm5AYFqMEBRtCbdtdIoeO1EqrijCwyyDGGJBQEX9hPb19euC7eG+pZBcU6ZlRVqfbelpEUrqsV1HIqx9FK9HAYP3gWV+GoNw8KUhmv5mmZ48dqDotbR19qh4DeoHlwLnz2rBjY68SDkQwJ1t7ZevuRp2a5aHZMXLNQ+sHlXnHtEAJjEl1tgzxBYXEBkjjYNhI02FfCeCu1NVGqn3s9GWjLDiCkdxx+guqWVXbKrPeSJVn/pkqsxel6f//t4BumvDkclf93/oiXzlU3xl2fQmJu2FQGjOdEGVAXHKUYGRsLNDrNZBYcSRrNcxMRyEJabLi9ySZ/BJmfPlel4Ikk9eNWy93Tg9V154sy38plNDEXZKzeb/kFZVJTHqJ/BS4TRYvy5WJL8boaMZ9Zpq7QbDe+jzG2TLEFxQSG2zaVi8bt9Zpq1aOxoaf/J8E0z8LdjjaaOuuRi0E/gCRbmjqlDVhe2XlumIpqzw5phECzldy4IRyTHBOa+Va5Wzw//8WEIF8+9tOXferHlgr42ZH6+d8AaFvsygkY21BsWmySDny26cGmkYh7obXIQhY+zJjYZi8+1Ws/BycLAEqogiOS5MwJUgYQA+OS9VRxu+RqbL850RZqKKcyS+Hys0TA+QqZ3eZu41/LsTZMsQXFBIbYF79LSqkxl/8cHHnfTGAYMHZ4a+du/yxBNX6ft0u+duUEN0+DytndvpMr/PVkYEuik9XbZXrxwXINeoH/+KSDGlt63O+OvpcqUICevr6JW3DJlPnPtYWrQyRTvqGQvkxoEDuUpGFmYM3zBCQu58I1OtefglNHtFMMEQ9EJoVvyfK029E6IWRaDOj/BseCXC2CvEFhcQG+JEazmbZ6m1KSMbeqaPPt+5Yu1Sru31sg9rWcVY77csN1OmrX7bLdQ87fpx3PxGuF7D5Q8vpHpn7bpZeFIeyIEpH1LWPFVeykOBmaNueElPHO5YWnZquu8qQcRcr0s+090l0WqWMey5GrlHfIc+UKxCYO1S0gqjiVz/XorgbopZvfk3UaVqw2h7ne2JhsrNViC8oJDa4FEJyuO6MPPlaivzjyUgVesdIXOahy3IgeDSFpFtFJNhND9Hfjeoucd572X5HN1a4koUEEe7huvqLmnU3Ji1D0vI26gH8vrNYF+KoC6b0OhYy5qrP3dHFhWu68ZH18tTr4fJTYLIejDcr0x9DhLJGRTWPvBCiheqn4D2OihCfUEhscCmEpLLmtDz4TLQ+580TgyQ4vkwJydifd6SMppDAuR0/2a3TbayPLpXq2jPa2Y8VV7KQgN6+Psku2KIdq5nDHS1zlJ/hWp1utk86PvtT6qbhl7C9cu/McB0xfLwyTkLiRr6Y0aqtjUxVkVCYHKw65awF8QWFxAYUEu+MppBcbK50IUEkEJG8R3cZjZWYIJJAksZvf8uW/RXNeiKGt/E+PN/Vc1ayCkrl94jUMRc4WERyvqmwEXMoJDawKiT4IZj9SPAUnBbMy29oEChjqJAc0D98bz9CMzzPa/W9ZteB/xtluYPDRltIzM7vibfX8fSFax6+DBwzEiEx6uWrXAPHsSP77M1wLwd/jfPbERIUUaG+Y3+fGSEzXg0fdTFBWcGxqbJ0Zbw8MCtYT+udOCdeUjbUSKdJHi9cU2dXtxSXlkmcl8SKY2GYunzsRIuzFsQXFBIbWBES/Dha23p1n35Xt2NhGNZBdHX3S/2xDjlw6KSezlqnHuM5s5lfyFGEwUeUsaOkSe57KlKfE/3GmBLbcqpHz2KCs3D6kiHgBwnBweA89sbGefeVt+gBezj4gQGIkfNgE7B+A+eH4VwYl0F5GAiH46k83CodXRj4dxSCP6PXtSW6bYzzY0EZ1pW4g3bF4jtH/Xr1pATUZUDVsVW1HQbn91ec1Gkwjp3okr4+vO58swcoy6qQ4DzG52vUbbhycTxWUqN7bu/BE7rdGpo6HGk+LI51oRx8J06c6tZTrPdXtOh1Lvg/7uzxPfNXSPCZ/hxaIn+6zzErCs7+298S9WC0HUHBe5Eja+XaJJn2SphcP27w4PlfJofI5z9t1b8Dox3Onz8vTcqZ5xZusbUmxV/bU3ZA14P4hkJiAytCsnJtsUx/JUmmzE2QFeoxVhvv3Ncs897P1lNjke4Bs5FunxIqr3yQI/uVqMD5ubNlV6NeWIYyHnk+Vk+DxTkxFfbeGRHy2MsJ8sSCZPk5pEQ7fE/geCAgsemH9ED9LSqSMWZAQYwmvxSv63ZCCZKZE8T7kYLi8XkJyhL19Fs4woTsKpn4YpyegomFYOuj92tHBFDOaAkJnOMP63fpc6MOS78v0qLlDv7//jeFuo2w93d0aoV2zomqjjMXpshNEwJdbQYhxr4ZcODerteKkOBzQt/9NPX5om7TXknUXY1m62VwbOXh0/Le14U6ojTaBZ//HVND5YXF6ZK/tU56tMB5USIFbkLqVb0hFNjz44bxgfqzxHdiwguxup3gjDE5AeWPVEjw/Zn3fs4gJ49psXPejpTVwckjEpRIZejCcghIovqOhumBcvey3e3qB9fLTPX9LCpulI7OHr1fe1L2pVnTYqSFIdagkNjAipBgVfG1TqcxX4nHuuhSuXNamH4vHIDh0A178JkoLSZwZgYZGw/LXx8LGXScp8ExfbSiSOcOcgfl4A789aV5Og0EjsU54cAMEcNzcLCPzY2X2oZ25zsvgDJSN9S4joXjW/7zduWcg1znv0rZT0F7xkRIsCr77eWbHOdR7fbivzJ1hOYO/g+xxTE3jA9QbbFZPvtxq37seN/gdkZbIOkfogNPrAgJnD3EFTPJcAzq9dTrjvI8dQBtkpZfowXM+M7gr6P9L9QJov5jwG6vTh/1Kjt0Sp0nRa52ux5cG8rBX7T3s4vS5b1vClznGYmQQJDHPx9t6uhvmuCYLfXZqng9II01GEhuCLG4YMbivzT5NTxFFn8Ro242QlS9vK8HcberHlwrU1+JktCEvCEp3S+2QUyINSgkNnB3AlaE5LbJwcpZOBbVYXwDU3jvUqJyk3IgcCqGU0Bk4u4oc4tq5YFZUVpMbp3kSFpnOAncad/2WLAu50tVB6THcAfdLW99nu96D6KH2x8P084IqT/unBrmEhjU68nXkoc4HU8hwfFwWPg/3gNnjcVbiIguByFBnRDtXYcFjKquaHdEAXgOd+7GdaDe3/y6Y0jKFStCAsF4SDlo4ztw78wI5eTVDYCHiuC/G7fV6c8H5zU+M6yPeH5xhoom47UYGcKA15Jyqky7OHHOl97JdH2W+Ivj0baYCg6Bv15FhsZngmNwPqtCgrpiq91578WbOnl3u2H8ennomWC9Zwl2N3x9aYz6rsfKSypymb4gXCdXRPJDs/eaGbrRrldlPr/YsVOimWMfqUEIDEOeMOOx2bHejFiDQmIDw4nArAgJDI8hFJhaiL7ggYHzsmNvk+4iMhzE7Y+H6vnzZoxk1ha6WOIzD7mcCo5frpy7sSocd9VIbvfl6u1aYHAM7oqT86r1awaeQgLDYziuFb8XS17RUe0s0U+PYwHefqmExDA4aHQBYeow6oO77biMSl1vvA7njW49dOm540tI0E2F7WThsPE62jdNtY/Z548xJHS14Vi02bhnY2SzimSM7i+ca3fZcV0P4/uE7rljxwdHShCWkIQD+jN01AnRQYqOioybB4wRJedWywNPR7nKGqmQnGnvkRW/pWmnbubwYXD6uBaI9PXjA/X4xiRVf4gjtuC9aSJExNi73bwMd8MCwHtmBMknP8QP2gtkpKYFw5kDDDsm7i4tk7LKQ3LocK1U1x6VfeUVqu2L9cp9DNzjWF/CQqxBIbHBSIUExy/4MEdHCe6OGg9zlTM2uq9wHBy34ZTdGYmQ4A4W3Tc4FkLx8jtZpmMomBAAZ6ePUw7vxX9lDOrnNxOSe2ZEaAfodhmDwPOXUkggiEjR0u9xvXC6EBfjs/vLo8F6Twt3hhMSfG6hyqEbwgvx//bXnUMiQQOszjacP861vaTJdFAd4wKGwCHKwPfB/TsC8Z/zdqar3o/OiZfS8qE3G4iudu5r0jcjOA7Hj0RIkLQxJi1Hps4PM3H469R3OUAJXaL8O3iPunmolyP17UPGhPB/dM8Gxpbpz8rRBWoenaBtZ78Z4ZgdZuLIrVpcepZOVX+08Zi61uG/Z2jX7t5eVfcGKdixU2LTvQsKsQaFxAbGjxpmRUjunh6uIxEzgcBdMwbSjfIwaGqWsdWqkMCh4M73NnW3iGPRrbNld6Pz1cFgxlZEcrnrepAb64Sqj4GnkOC43yP3mV6HwaUUEtRz6vxEV+TljsPRNuvuLhyLbsWolHLnqw6GExLMUMNkBeO1F5ZkSEfn4IF/A4jLwo9yXZ8/hByTHszA85gIYZQLEXQX/d37j+tIA6+h++o7JYZmNwUAkwwwPoRj/RESJG1E9xKiBDh7pAuBML/37WY54OX7Oxx1jR1abG+fGqbq5BAURCp3TQ+Spd+rKGQE+bE8DZmGd+8/IG3tHc6zjQyIClKyIDWLmZgQa1BIbDBSIZk6L9GrI0G3BGb+GOVhZpLZj9+qkOCuMCzxoL5jRj0nKJHC9FAz4ECQv8voWsMdMZytgaeQwAlj6qr7HbMnl1JIcB2vKgfuOfYBUC9MBcaEBxwLB4kp1O54E5Ke3nM6EjDa4f6nIqWxuVOXaQamZY971jGOgq6onwJ3m94cAJxz0Wcb9LEoG/Vvc7vG1Lwal/jhpgDdid7aH98bf6b/ojhDSDAzC8kM75wWKC8pAURuN7ucaT+rZ7nd93SEzH0vStZG+h+FIE39jr2l0tU9uFvSX9CWjc3HJTl3w6DzEGtQSGxg/OhhdoUE6wJmvJrkKg+OE11OnlgVEowHYPAdx8Gxoj8dazG8gbGSWx913Gmjzz8lr9r5ihchKW/x6sgAXrochQRgUyN0zRnXiujPHTMh2VN2XD5audn1meN92/Yc08d6A3fvRnclBCtz0xHXZAQzvlmzw9VeGCcxokK05bqoUtf3aPxzsXoNkDdGQ0guOOwcOdrYrF+zC1aK19Y3SlreJolO8W9dCGaGfbk6QabNj5QflTC3d3r/To8U3Ch8taZI5/AyzkesQSGxwWgKCfryZyx0jFPA7AoJFsm985VjCigc66MvxetpxOh7Nyxns2G1kpRTrfvwcTxmNqFv3+B/TUhQj3tUfXCsFSHBeAhE2f3z/j1i35D1Pp4U7Wp0a9P1elwhq+CIbnP39jce47uCQWocjwzHTSccA+4YU8HUamNcBmtpqmq9RwijKSQwJHDcprPy+pdxeWBgQGqO1klGfoHuPvI1wO3NsF/7i0sidTugewxjNvc/HaXHYk61+h+ZoH3xeaNrEV1u2InxlxCHmBBrUEhscDkLCWYLvbY0z1Ue6oruFXNbp/8ax0JIUK7BlS4kMGOGlmFYRzNcdAGyC2td60x0Gc52Hmp4Hut6LpSP8RB0NwJ8NzAmYkzTxsSI4dLoj7aQGIZB6YLtO6VaicKZ9nbVvt6vH9vtNjQ1y67SMr2LItLE+ysgiEKwEdV9TwUNmQVmzCDD+As+E3xu3saO3MF3F2NbmG348rtZzlT1F8qc8EKITk1PrEEhscFlLSSnuuWVD7Jd5Y3EICRBcRQSvO7NMI6EKdo41huIAN2FZCSG8ResUAcY78J6F0NIZqrvSW3DxRcSmBFRIEpJys6T7ILNSlyKZXvJXikq3i0btmzTkQf2aUd6eH/Fw7D10aky770oueGRC47ezDAhAN9PRHRY07NsdaGqT5WUV9fKwapq9bdGKmqOKmE7LHGZ+2Xe+5l62rJuU/U+z/IwJfmjlfHOliG+oJDY4L9FSFDPe2eEy5JlG132ry83Dfrrbu99XaCnoxpQSBwG546Zd8b/Z7+ZNqyDdhcSfAcwa2uxs83d29/sMbrSME0cDBWSFNMMBAZjKSRm5hAX/yMOM0MU8s2aRBn3bPCwuyQahmPunRmkU7kgn1dovGPFvSF8hiFtfXgiBCpNJ46c9c8I+dvjgaZlYgo0sQaFxAaXs5BgQPm1j3P1ceiWeX5Jut4gCgsgzQznd/+/uxOmkKhrfixYD3DHpFe6urnwFzPjvHVxuXdt4bPaubdJevssfgaqTKN5Uf6qgN0uIUFuL+Q684b/QoJkon060jBz7hfLYtOy5bMfU1Wb+96vHZ/1uGdD9B4l2I89XImH5Vxg6jikeFkbkaq36vUUFCzKJNagkNjgchYSONZ3VWSB47CCG3fP3hbN+eJKFxIIRkxahX4e/e+YAWd89khzc7Sx3eX03dm6+5hrsP3GCYFSsKPB9LPyBdKu/Baxz/U9QnLG/ZWjP2sLIOPu5p27TB3vWBsiBqxIb2g+Lg1N7fLFv7fpNU3uzt0wPdA+K1iwDgUCYner3fCkNFkTliJT5obq8tFVhqSYxBoUEhtczkKCqb7oDsFxqOfjcxOGOF+rXOlC4pj+eyFFClLaYCGjUZ93vtokPSra8wSLF//mXGGOvnukOLEyEGwGtlQ2ohvUfXNxg/OVodgREnymlYePOLuBzJ3uWBjSmhTv2y8dnV2q/f/Q4onpuBkbj8ikOfGDxjFufTRAFnzgWIeC7iuz8vwxRCgYk0F3FyKhZau3O1uF+IJCYoPLQ0gOmE5DxXPR6i7amE4K53PgkH9bh1JIBufawnTR978rdHVx4XPI31ann3fnZGuPPDrHkUMN9V70+Qa96twftpccc+1Dg4H+gJgLKfs9wX4ky392rCEaqZCAzu5uSc/fZOpsR9sgWBicr61vUL8B7Kcz+DPD9xiLIZd8uUlunRwkk18K1SnpkZPLTkoVb4YyA2NTZeKLoTqdDbEGhcQGl0JIDte16TUGOAaZhH8N36v71D2BM9y1v1lnncWxmImFdSWeeZEM8PuFg8Uqb8+FixSSwUICMKMKixqN7wCm5BrJIQ0QfWDigtEG2DsGOai81QtClL/1qGzdc2xIlImyZ/0zTZ8PXZXIh3bseKfz1Qug7nC8SAKKc/ojJPiO/Bq+RYKUQzVztqNl2Kfkq5+TJa/okI7ovH2fcE3NLe0SlrBZ1keN/Va7KH9dVKb63llvsysdCokNLoWQIBEjUo/jGNwRL/o8Xy8+BJ6/Q+SaWqzOj3rC/jolRN/JIh2LO7jrQw4wpChH98lPgXsGCc5oCAlSksDBoU4+TYkC2sPgchQSHIONvCDQ+hh1nVhwiLoaoH02qUgFKU1wDD6vWW+k6hXvnuKP7wUiyPufjtRjIBjYxzkMIEooHyvkURbGDpDJGd8HI3U9IpRDR1oH5fcaqZDgnOi6w+c1992oMRETdEf9sD5JZi4MV983x3RdLLj0FGKAbq6Tp1tVO+6UmNTMMReRC5ahE0ASa1BIbHAphARdI69/kqedJY7DYO6CD7Lli5+2qrC8fFAfPO5wkTML+2/jWLznlknBMkc5Yvxwo1IrZG1UqSxZtkn+8WSEYMEc7nax9wkclMFoCAm62LAiG3fuLlPXazx+4tUk1+PnFqfraMpwpJejkADkjpo2P1G3GY5DxLH3YMug88KBf/DdZn0eHIM2xmJDRCqBsfslLOmg3kXzeXXNEAfUHceuVqLhLuZoa4jE9AWJug1g6OJCWp1PftgiK9cV68kVjl0TA1wCN1IhgRitWLtLjxFc+/A6vauhscrbrkEEkAxywYdRcvvjAfpasaUvxj8gkPM/yNGpaHDduN6zZ8/qFPBpGzZe9DEb2M69pc5WIb6gkNjgUggJnFRsRuWglPOYFnqzcirYFdBzh0TM1ErIOqS7lhzHX9iMCo4If1E/lIMfNo7DAKd7f/9oCAkMDhfnvhp1Vn+9Pca1YcWx4ZAvVyHB9WN7XGNmFs6LaOCMiqqMtsEfbOmL7QNwLuM4tDmcJ7on4fTxHNoXj7GTZn3T0GSQyNKMtSkYIzO+e2gvbHOM96FMGDa5+mzVyLP/grNnz8mzb6W7Brbx/vueClbtH6tTlPgTEWBGFdLEY4rt32cGyTVKoMym9V6tvsfYLAxTquubTumMvPGZ2UpEzMsdS4NwpeVtdLYK8QWFxAZwILdOCtJ/v/1thxKSoYOf2Ecc+7HjODg67NluBoQEO+YZZX680jz7L4AYfbpqi3bohkOBk4Lz8JziC4eG5wqLG2Tuu9m6e8vI2WQYnA+6MrCAEQ7TcxwFjhU5opCSHvVD9IK+fl9C8sP63XpfDPd2wl/jsefzxnOIoLBhk9Fl06ecG9rDeB0i4SnI+D+65vA6hAgL/857ERJ0BY5/NkYfi+vGzo7u4HrRtWScD11TpRUnna8OBhHg4mX56hjHdd4zI1y3lftAOK4DmZeRZBDjW9ifw/jcYHiM5/AaIhEsJvVWd7QFdsycpb5L6IY0oiGUgf/jeWwfgPxp+H6gTsgqbTarzBN8nkjeOWlO1CAHb0QnD84Kljc/jVHXkeyYcpvkPf07xCMgOlW+/iVRd5HdNT3Qq4C4G1awv7AkRoLjsvTqebOyL6YRa1BIbFC4o95lGAQ386sVNa16lTiOgZP2NtMGzmvvwROu8ioPnx4y4GqAYyFI2QW1eponVkGvCSsZ0q1iAAeB8+I9u0qbZX3Mfr0/BPaswL4XmJaKGV0YZPf2fjg3OCjUDYPByC7si8P1beraHe8ZiWH9BZLwGUKFOlUebnW9jtQkuDt3B//fV+5oP9QTYz5mnwfAsRgHwLGon9kqcYwjGedDeZ7jSu6gG/DCdTZI5ZHWIe2IzwwigLTz6fk1erwDnxvGOSAe6fmHdTk4Bsd6A22C8RUIU05hrU5Nj3JWBezS0cqpM736dYw1GZ8XNu4yu8nxBGVjq93XPk4wdfh4DmJw00REDsHqxidC3vo8Rj5cESfLVyeo72KifPJ9vH4OW+4+oIQHW/JerW5cfAkIxPCOqYGySL0XAjScSFmxaJiKKmCROtOweuxHxmFiDQqJDdD9Y5i3Hz8S2xnHwLkYztEMvO6rPAMUA3GA40HEgSjCTAQ8wTE41ngf7qjhWH29V5/PWTfYcNdhgDtx9/dYNUc7OQtxgvYwXke5nufH/93PZ0QzZuBYX22NY4zXYcNdL15yP3b4czs+N7Q72h/ddniM54Z52xCGlnNuUBn6dWd9rHwvAN7T1t6jRCldbpzgfatd2PUqAv7rlGAZ91y0vPxupny0okDe+XqjvL40V2YvSpW7VWSGY3wJCAzi9NhLofKdEqLQhDS/B9QhGliPkrWpUHaU7JPyqsPqhqJW9pQdln0Hj6qbpSNSUnZQCawS3fwCvaeJr7EXYg0KCSFEAyFBri1stfvMm44JGu4OH2M4mPK88OM8iUytkIPVp3Tkg2ituwc2oCeDIPJFdJWcWyPvfVOox3SuHQdRGZwzCyJz2+QAefWjaFkXiSjE3JkPZxAC7L2O8Yw9SiRaTrcqce1XoqpurM7DIKTK8FcLK9LPQHjPyrHjJ/SAekruBq+CQqxBISGEaAwhQdLG3yNS5KHZIdrhG/t+fPc79kRv1wseEcVaibwwNoO8b+ui9+uxmuvHO/JnYZwOObIwhoL1JP5EIRCQzI2FOrMv0tZDPIaLHN3BcTCISkdXl+zeX6auO2fIOYg1KCSEEA18sCEkcOzfr03Szv6tLzbqcSR0oVn004PAe9AFh0kOWCszfUGsLF7mmAWGHFeeztuXoW6Imor3lak69QnWmtjBEJQTp05Jen7hoHMRa1BICCEadyGBE8XMq+C4DCmrxCy0wTP5RgqcdU9vr+yvqFblZjlSnPgRhSB6+fzHBHlgVoh8tKJQZxiwOgY0HBgnO3G6Rwlcrny9JtF1PmINCgkhROMpJIahywcD1C2nTo9IUCAeiBaQu6usskrSN2zSg+GYUeVevhWD6GAx4+xFEXqKMMZrsMgVXW5IsY8uN7NUQb7ANWN8Z8vuRpn6SpIuE0khVwUk6fMSa1BICCEab0ICw2A0tszNLSzSOw6ePtOmu5WMcQltqgwIR//AgHR2dUttQ6MUbNspKTkbLM2Q8mbYpGrZvxPknhlBemzFfcAe4zeYHYZJAG8t2yi7So/rqdHGfi6olzsOcXNMxW5o7tBTpqcvSJLbHgvR4mRMAhj/XIiOmog1KCSEEA18rjchMQxiEKdEAaKC1CUY7M5W4rJx6w7J3bxFMjcVKudcoGdCIfqI8VM8YIhCMOj/wpJIuXnieiUaFwTE0zAjDPuuQxDunxWl0+z8O7hEb0SWt6VOtu9t0gtFA2LLZOkPW+Tx+Yny9ydVuZOQmn/oDozYcfHD77gfiVUoJIQQjRUh8WYQGH+6rLwZ1pMgCrnvKUdKFU9H78t0upnxgXLTxCCdXw55zG5RduMjQXLtw9bWt0yZy612rUIhIYS46Oo5K8k5G0yd+8UwCFK8ErIPV6TKndOCh41Cxtq41a51KCSEEBdYxFdUvNvUyY+1IbcWushOnDotzS2dsiZ8r9wxLcxS9DDahq6yyS8nOFuF+IJCQghxgcHoqiNH/R4Y99cSs3P1zK7unl5dBxgWMyIn2lNvpOrZVGYOf6wM4oU8dsQaFBJCyCDgzLMLNps6/NE2RCEbiraqCKRFLwr0BKvjkehy5bpdeiDdM83KWBlmgiEJKrEGhYQQMghEA00nWiQpO8/U+Y+GIeLBzK99Byv0OpPhVqdjEgDSsmzcVq/TrGD/HTPnP1qGgfoVa4u1iBFrUEgIIUOAY6+pq5eU3HxTIbBjmBaMBY7NLSf1mhMIlxWQ3wupWrCD4+1Tw/QaEjMhsGNXPbheXn43W+9+SaxDISGEmIKB92YVmeQVbdUJEs1EYSSGRYk5hUVSc7ReL2a0KiDuGNHJ9pImeeWDHLl5UvCodHehjBsnBMmnq7bqrjQyMigkhBCvIMNve2enzrCbVbBZi4GZSAxniEAgRtW1R3U3FgTKHxFxB/usnDjVI4k5VfLCkgy9sNCf2V14zw2PBMqUeYk6Nb63HUzJ8FBICCHDApcP5w9Bqa6tU9HAPsncWCAJWTlDUp/gMZ5Dfi6scN9VWiZHG47pAXyUMZpAjJBfq+lElyTlVMvrn+TpVCmODbW8RykQDyxWvGNqmDy3OEPvEX+koX3IFtPEOhQSQogl4LgxdtLX3y/tHZ3S2HxcDh0+ImWVh/SmUhCN0opK9Vyt1DUe08JjjIHYjUCGA2VjYPxka4+eaRUUd0DeXl4gzyuRmDI3Uf7xZKQ8NDtGpi9IljlvZ8qHKzbr7aV37G2WY8c79djLWNbvSoBCQgjxC0MgIC7GzoOIOvB/47WLDU4JYTjTgR0Qu6Smrk3Kq09LRc1pOVLfpqMXdF8hkvG1nTWxDoWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgsKCSGEEFtQSAghhNiCQkIIIcQWFBJCCCG2oJAQQgixBYWEEEKILSgkhBBCbEEhIYQQYgOR/w/hABLk3IyzKgAAAABJRU5ErkJggg==)

**Team 18 - Sprint 1 Planning Document**

Andrew Furman, Nick Galecki, Kevin Matson, Josh Shepler, Doug York

**Sprint Overview**

During this sprint, our primary objective is to implement basic backend functionality on the server side of our program, as well as create a basic webapp client. The backend will consist of a server program as well as a SQL database, which will handle logic and data storage functionality. The client will consist of GUI screens similar to those in the design document, as well as code facilitating communication with the backend server. We will need to set up classes for communication with each of the streaming services we hope to support, and then link them to the backend. By the end of this sprint we will have a desktop client which will allow users to connect to the server to create and access InterLinked accounts. The server will also contain methods for connecting to a users Spotify account. They will also be able to import and export playlists from Spotify.

**SCRUM Master**: Doug York

**Meeting Plan:** Mondays 6:00PM-7:00PM, Thursdays 3:30PM-4:30PM, Weekends as needed.

**Risks and Challenges**

Challenges in this sprint will mostly include difficulties in connectivity between the GUI, Server and Database. Ensuring that these three things are connected successfully will require that the majority of our unit tests function correctly. Our unit tests will help verify that our implementation of various features are functioning as intended. Another challenge with this sprint will be communication amongst team members. We will have to have strong communication as a team especially when combining parts of the project done by different individuals. A risk we could run into during this sprint could be failing to develop all the user stories included in this planning document. Our team doesn’t have a lot of experience with using databases, which could lead to a lot of time being spent figuring out how to connect all of the aspects of our project together using a database. Another risk we could run into would be having transfer rates limited by Spotify when importing, exporting, and merging playlists. We are not familiar with using the Spotify API and do not know how much Spotify throttles those who are developing with their API.

**Current Sprint Detail**

User Story 1:

As a user, I would like to sign up for InterLinked.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Implement a Login/Register GUI screen | 2 | Josh, Kevin |
| 2 | Create a User class | 1 | Andrew |
| 3 | Setup a database using SQL Server | 3 | Nick |
| 4 | Add a User table to the database | 1 | Nick |
| 5 | Read username and password from the GUI. Store them as a user object in the User table on the database using salted hashes | 3 | Nick |
| 6 | Unit tests- Create an account and make sure there are notifications for when the account creation/login process is unsuccessful, also check that the users information is saved in the database | 2 | Nick |

Acceptance Criteria:

* Given that the user login/register functionality is implemented correctly, a user can obtain access to the login/register page of InterLinked.
* Given that the database is setup correctly, a new users information can be entered into the User table in the database.
* Given that a user creation request is sent, then the server should parse the request and check it for correctness, finally pushing the results to the database.
* Given that a user account is unavailable (already existing or some other precondition), then the user will be notified in the GUI.
* Given that a user account creation process successfully, then the user will be notified in the GUI.

User Story 2:

As a user, I want to save my playlists.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Create Playlists and Songs tables in the database | 2 | Nick |
| 2 | Implement Playlist and Song classes on the server | 2 | Nick |
| 3 | Implement a method to create a Playlist object, and a method to add Song objects to the Playlist | 2 | Andrew |
| 4 | Store the Playlist object onto the database in the Playlists table | 1 | Nick |
| 5 | Create Playlist and Song classes on the web app | 2 | Josh, Kevin |
| 6 | Obtain playlists from the server | 2 | Nick |
| 7 | View saved playlists in the GUI | 3 | Josh, Kevin |
| 8 | Unit Test - Save a playlist server-side and through the GUI. Ensure that it is actually saved on the database | 2 | Nick |

Acceptance Criteria:

* Given a playlist on the user’s account, when the user logs in to their account, then they would see the stored playlists.
* Given the database has playlists in it from various users, when the user logs in to their account, other users’ playlists are not visible.
* Given a user with no playlists, when the user logs in, the GUI playlist list will be empty in a way that is clear to the user.
* Given a user has multiple playlists, the user can see all of their playlists and view any one of them at a time.

User Story 3:

As a user, I want to search for songs from within the app.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Create a search GUI. Select which streaming service should be searched on the GUI | 3 | Josh, Kevin |
| 2 | Format the query within the specialized Streaming Service class | 3 | Doug |
| 3 | Send the query to the selected service and display the result | 5 | Doug, Josh, Kevin |
| 4 | Send the results from the server to the client | 2 | Andrew |
| 5 | Display the results on the client | 4 | Josh, Kevin |
| 6 | Unit test - The search produces results that can be found on the designated supported platforms | 2 | Josh, Kevin |

Acceptance Criteria:

* Given a search, relevant search results from the supported platforms will be displayed.
* Given a search, where the user chooses to search a particular platform, only results from that platform will be displayed.
* Given a search, where a result is not found, the user will be notified.
* Given a search, where the user instead writes an SQL query into the search bar, the SQL query will not be executed on the database of InterLinked (protection from SQL Injection).

User Story 4:

As a developer, I want an API that allows for universal importing from sites without needing a separate method for each site.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Create an abstraction class that has unimplemented (for now) methods we can use to interact with different platforms | 2 | Andrew |
| 2 | Connect to a User’s Spotify Account | 4 | Doug |
| 3 | Unit Test - The Stream Service class hides the details of implementation of the Spotify instance | 1 | Andrew |

Acceptance Criteria:

* Given the Spotify class inherits the StreamingService class, the programmer can use its methods without worrying about the mechanics of the Spotify API.
* Given a change is made in the Spotify class, it is only to fix bugs or to extend the implementation, while keeping the base results the same.
* Given a method that’s been inherited from the StreamingService class is called, it behaves the same way regardless of what service the method is implemented for.

User Story 5:

As a user, I want to import a playlist from Spotify.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Implement the import method in the abstract streaming service class for Spotify | 2 | Doug |
| 2 | Copy the list of songs, and parse the relevant information into Song objects | 6 | Andrew |
| 3 | Create a playlist object, then save it in the database | 2 | Andrew |
| 4 | Unit test - Import a playlist from Spotify using our method and verify that the parsing we used is correct | 3 | Andrew, Doug |

Acceptance Criteria:

* Given that a user has not connected their Spotify account, when they select the option to import a playlist from Spotify, then they will be prompted by the GUI to login first.
* Given that a user has connected their Spotify account, when they select the import playlist option, a list of their playlists on Spotify will be displayed on the GUI.
* Given that a user successfully imports a playlist, then their playlist will be added to their saved playlists in the database.
* Given that the playlist is imported successfully, then the user will be notified that the playlist has been added to their collection of saved playlists.

User Story 6:

As a user, I want to export a playlist to Spotify.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Find out how the Spotify API recognizes songs | 4 | Doug |
| 2 | Create the Spotify version of the export playlist method in the abstract streaming service class | 4 | Doug |
| 3 | Unit test - Use the method to export a playlist object to Spotify and verify that it works correctly | 2 | Doug |

Acceptance Criteria:

* Given that a user has at least one playlist, when they select the export playlist option, a list of their playlists will be displayed for export.
* Given that a user has exported a playlist, when they view the playlist on that platform, it will contain the correct songs.
* Given that a user is exporting a playlist, when a song cannot be found on the destination platform, then the user will be notified through the GUI that their playlist will be incomplete.

User Story 7:

As a user, I want to delete a playlist.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Display the user's stored playlists, and select one for deletion | 3 | Josh, Kevin |
| 2 | Remove the playlist entry from the Playlist table | 2 | Nick |
| 3 | Update the list of playlists on the GUI | 3 | Josh, Kevin |
| 4 | Display a confirmation message on the GUI if deletion was successful | 2 | Josh, Kevin |
| 5 | Unit test - Delete a saved playlist and make sure it is removed from the user’s list of saved playlists in the database | 2 | Josh, Kevin |

Acceptance Criteria:

* Given that a user wants to delete a playlist, they will be able to select which playlist they want to remove.
* Given there was a successful deletion, the deleted playlist should no longer be in the database.
* Given there was a successful deletion, when the database is queried, the playlist will not be found.
* Given there was a successful deletion, the user should no longer see the deleted playlist in their saved playlists.
* Given there was a successful deletion, the user will be notified that their selected playlist was deleted.

User Story 8:

As a user, I want to merge two or more playlists into a new playlist.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Make a method that merges two playlist class objects into one object | 3 | Andrew |
| 2 | Save the generated playlist object | 1 | Andrew |
| 3 | Display confirmation UI screen that shows outcome of merge request | 2 | Josh, Kevin |
| 4 | Unit tests - merge two playlists and verify that our method works correctly under normal conditions and corner cases | 2 | Josh, Kevin |

Acceptance Criteria:

* Given the user has at least two playlists, when they select the merge playlists option, a list of their playlists will be displayed for merging.
* Given that two playlists are merged successfully, when the new playlist is viewed, it will contain all songs in both of the source playlists.
* Given the user has less than two playlists on their account, the merge playlists option will be unavailable in a way that is clear to the user.
* Given the merging playlists have the same song on in, when the user merges the playlists, only one instance of the song is present.

User Story 9:

As a user, I want to open a searched song on the corresponding platform for listening.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Display a GUI for a user to enter information about the song to be searched. | 2 | Josh, Kevin |
| 2 | Format and send a query to the Spotify API | 2 | Doug |
| 3 | Use the returned link to open the song in the Spotify app. | 2 | Doug |
| 4 | Testing - Open different songs using the Spotify API to make sure they work correctly | 2 | Josh, Kevin |

Acceptance Criteria:

* Given that the user has searched for a song that is available on Spotify, that song will be played, either in the browser or app depending on that user’s configuration.
* Given that the user has searched for a song that is not available on Spotify, the option to play a song will not be available for a clear reason.
* Given that the user listens to a song in Spotify, when they switch apps, then they will not be logged out of InterLinked.

User Story 10:

As a user, I want to add a searched song to one of my playlists.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Display the results of a search query for the user to select a song. | 2 | Josh, Kevin |
| 2 | Display the user’s current playlists that the song can be added to. | 2 | Josh, Kevin |
| 3 | Add the song to the selected playlist in the playlists table. | 2 | Andrew |
| 4 | Testing: Search for and add several songs to playlists, ensuring the database is updated accordingly. | 2 | Nick |

Acceptance Criteria:

* Given a user has searched for a song, when a song is found, they will have the option to add that song to a playlist.
* Given a user has searched for a song, when they currently have no playlists, they will be able to start a new playlist with that song.
* Given a user has chosen to add a song to a playlist, when that playlist already contains that song, then the user will be notified of the duplicate and the song will not be added.

User Story 11:

As a user, I want to sort my playlists by different criteria.

Task Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Task Number | Description | Time | Task Owner |
| 1 | Display a list of the user’s playlists on the GUI for them to choose from. | 2 | Josh, Kevin |
| 2 | Display options for which field to sort by (Artist name, Song title, Album title, Genre) | 2 | Josh, Kevin |
| 3 | Sort the playlist on the backend Server | 4 | Andrew |
| 4 | Display the sorted playlist to the user. | 2 | Josh, Kevin |
| 5 | Testing: Sort several different playlists using our implementation and ensure the order is correct. | 2 | Doug |

Acceptance Criteria:

* Given that a user has sorted a playlist by artist name, when the songs are displayed, then they will be ordered alphabetically by the artist name.
* Given that a user has sorted a playlist by song title, when the songs are displayed, then they will be ordered alphabetically by the song title.
* Given that a user has sorted a playlist by album title, when the songs are displayed, then they will be ordered alphabetically by the album title.
* Given that a user has sorted a playlist by genre, when the songs are displayed, then they will be organized by musical genre.

**Remaining Product Backlog**

1. As a user, I want to know which music streaming services are supported.
2. As a user, I want to import a playlist from Amazon Music.
3. As a user, I want to export a playlist to Amazon Music.
4. As a user, I want to import a playlist from Apple Music/iTunes.
5. As a user, I want to export a playlist to Apple Music/iTunes
6. ~~As a user, I want to import a playlist from Spotify.~~
7. ~~As a user, I want to export a playlist to Spotify.~~
8. As a user, I want to import a playlist from Youtube.
9. As a user, I want to export a playlist to Youtube.
10. As a user, I want to be notified when a playlist is imported successfully.
11. As a user, I want the transfer of playlists to be continued if it is interrupted.
12. As a user, I want to be notified when a playlist is exported successfully.
13. As a user, I want to be notified when a song can't be exported to a site.
14. ~~As a user, I want to search for songs in the app.~~
15. ~~As a user, I want to open a searched song on the corresponding platform for listening.~~
16. As a user, I want to choose which platforms I search from.
17. As a user, I want to filter search results.
18. As a user, I want to add songs from Amazon Music to my playlist.
19. As a user, I want to add songs from Apple Music/iTunes to my playlist.
20. ~~As a user, I want to add songs from Spotify to my playlist.~~
21. As a user, I want to add songs from Youtube to my playlist.
22. ~~As a user, I want to remove songs from my playlist.~~
23. ~~As a user, I want to save my playlists.~~
24. ~~As a user, I want to delete my playlists.~~
25. As a user, I want to revert a playlist back to a state it was in the past.
26. ~~As a user, I want to organize my playlists by song title.~~
27. ~~As a user, I want to organize my playlists by album title.~~
28. ~~As a user, I want to organize my playlists by artist name.~~
29. ~~As a user, I want to organize my playlists by music genre.~~
30. ~~As a user, I want to merge two or more playlists into a new playlist.~~
31. As a user, I want the app to listen to a song and put it into my playlist.
32. As a user, I want to share my playlist with a friend.
33. As a user, I want to suggest songs to a friend.
34. As a user, I want the program to suggest songs to add to my playlists.
35. ~~As a user, I want the program to run on a computer.~~
36. As a user, I want the program to run on an Android device.
37. As a user, I want the app playlists to be transferable cross-platform.
38. ~~As a user, I want the GUI to be intuitive and simple.~~
39. As a user, I want to have my playlists automatically synchronized between platforms.
40. ~~As a user, I want to sign up for InterLinked~~
41. As a developer, I want to ensure security of user data.
42. ~~As a developer, I want an API that allows for universal importing from sites without needing a separate method for each site.~~
43. ~~As a developer, I want an API that allows for universal exporting to sites without needing a separate method for each site.~~
44. As a developer, I want the playlists to be independent from their source(s).